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## R Markdown

This is an R Markdown document. Markdown is a simple formatting syntax for authoring HTML, PDF, and MS Word documents. For more details on using R Markdown see <http://rmarkdown.rstudio.com>.

When you click the **Knit** button a document will be generated that includes both content as well as the output of any embedded R code chunks within the document. You can embed an R code chunk like this:

binarydata <- read.csv('C:/Users/Sandeep Raina/Documents/dsc520/data/binary-classifier-data.csv')  
  
#here is the structure of the data  
  
summary(binarydata)

## label x y   
## Min. :0.000 Min. : -5.20 Min. : -4.019   
## 1st Qu.:0.000 1st Qu.: 19.77 1st Qu.: 21.207   
## Median :0.000 Median : 41.76 Median : 44.632   
## Mean :0.488 Mean : 45.07 Mean : 45.011   
## 3rd Qu.:1.000 3rd Qu.: 66.39 3rd Qu.: 68.698   
## Max. :1.000 Max. :104.58 Max. :106.896

#trinary-classifier-data.csv  
  
trinarydata <- read.csv('C:/Users/Sandeep Raina/Documents/dsc520/data/trinary-classifier-data.csv')  
  
summary(trinarydata)

## label x y   
## Min. :0.000 Min. :-10.26 Min. : -1.541   
## 1st Qu.:0.000 1st Qu.: 31.15 1st Qu.: 35.906   
## Median :1.000 Median : 45.59 Median : 55.073   
## Mean :1.037 Mean : 48.86 Mean : 55.282   
## 3rd Qu.:2.000 3rd Qu.: 66.27 3rd Qu.: 77.403   
## Max. :2.000 Max. :108.56 Max. :104.293

#Plot binarydata  
x <- binarydata$x  
y <- binarydata$y  
  
plot(x, y, main="Scatterplot binarydata",xlab="X", ylab="Y", pch=19)
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#PLot Trinarydata  
a <- trinarydata$x  
b <- trinarydata$y  
  
plot(a, b, main="Scatterplot trinarydata",xlab="X", ylab="Y", pch=19)

![](data:image/png;base64,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)

##Generate a random number that is 90% of the total number of rows in dataset.  
ran\_binarydata <- sample(1:nrow(binarydata), 0.9 \* nrow(binarydata))   
  
##the normalization function is created  
nor\_binarydata <-function(x) { (x -min(x))/(max(x)-min(x)) }  
  
##Run nomalization on first 4 coulumns of dataset because they are the predictors  
binarydata\_norm <- as.data.frame(lapply(binarydata[,c(2,3)], nor\_binarydata))  
  
summary(binarydata\_norm)

## x y   
## Min. :0.0000 Min. :0.0000   
## 1st Qu.:0.2275 1st Qu.:0.2274   
## Median :0.4278 Median :0.4386   
## Mean :0.4580 Mean :0.4421   
## 3rd Qu.:0.6522 3rd Qu.:0.6556   
## Max. :1.0000 Max. :1.0000

##extract training set  
binary\_train <- binarydata\_norm[ran\_binarydata,]   
##extract testing set  
binary\_test <- binarydata\_norm[-ran\_binarydata,]   
##extract 5th column of train dataset because it will be used as 'cl' argument in knn function.  
binary\_target\_category <- binarydata[ran\_binarydata,2]  
##extract 5th column if test dataset to measure the accuracy  
binary\_test\_category <- binarydata[-ran\_binarydata,2]  
  
##load the package class  
library(class)  
##run knn function  
pr <- knn(binary\_train,binary\_test,cl=binary\_target\_category,k=5)  
##create confusion matrix  
tab <- table(pr,binary\_test\_category)  
##this function divides the correct predictions by total number of predictions that tell us how accurate teh model is.  
  
accuracy <- function(pr){sum(diag(pr)/(sum(rowSums(pr)))) \* 100}  
accuracy(tab)

## [1] 0

#TrinaryData set  
  
  
##Generate a random number that is 90% of the total number of rows in dataset.  
ran\_trinarydata <- sample(1:nrow(trinarydata), 0.9 \* nrow(trinarydata))   
  
##the normalization function is created  
nor\_trinarydata <-function(x) { (x -min(x))/(max(x)-min(x)) }  
  
##Run nomalization on first 4 coulumns of dataset because they are the predictors  
trinarydata\_norm <- as.data.frame(lapply(trinarydata[,c(2,3)], nor\_trinarydata))  
  
summary(trinarydata\_norm)

## x y   
## Min. :0.0000 Min. :0.0000   
## 1st Qu.:0.3485 1st Qu.:0.3538   
## Median :0.4701 Median :0.5349   
## Mean :0.4976 Mean :0.5369   
## 3rd Qu.:0.6441 3rd Qu.:0.7459   
## Max. :1.0000 Max. :1.0000

##extract training set  
trinary\_train <- trinarydata\_norm[ran\_trinarydata,]   
##extract testing set  
trinary\_test <- trinarydata\_norm[-ran\_trinarydata,]   
##extract 2nd column of train dataset because it will be used as 'cl' argument in knn function.  
trinary\_target\_category <- trinarydata[ran\_trinarydata,2]  
##extract 5th column if test dataset to measure the accuracy  
trinary\_test\_category <- trinarydata[-ran\_trinarydata,2]  
  
##load the package class  
library(class)  
##run knn function  
pr <- knn(trinary\_train,trinary\_test,cl=trinary\_target\_category,k=3)  
##create confusion matrix  
tab <- table(pr,trinary\_test\_category)  
##this function divides the correct predictions by total number of predictions that tell us how accurate teh model is.  
  
accuracy <- function(x){sum(diag(x)/(sum(rowSums(x)))) \* 100}  
accuracy(tab)

## [1] 0

Note that the echo = FALSE parameter was added to the code chunk to prevent printing of the R code that generated the plot.

## References

install.packages(“knitr”)